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The Minimum Viable Product (MVP) represents the most critical early milestone in Project Chimera's development lifecycle. It is not merely a demo or a prototype but a strategically stripped-down yet fully functional version of the game that delivers the core player experience and allows for the validation of fundamental gameplay loops, mechanics, and technical assumptions with the least amount of development effort. The successful execution and reception of the MVP will provide the foundational confidence and player feedback necessary to proceed with the development of the full, ambitious vision for Project Chimera. This section meticulously details every facet of the MVP, from its guiding philosophy to the explicit exclusion of later-phase features.

### 4.1. MVP Definition & Guiding Philosophy

The MVP for Project Chimera is defined, as per Document 1 (Sec I.B) and informed by general MVP development principles (Doc1, Refs 1,2,3), as a **"basic and stripped-down version" of the full vision, characterized by a limited content scope but maintaining high visual quality for all included assets.** Its primary purpose is to **validate the core hypothesis** that players will find engaging and rewarding the intricate process of cannabis cultivation driven by a detailed Genotype x Environment (GxE) simulation, managed through manual interaction and observation.

**Guiding Philosophies for Project Chimera's MVP:**

1. **Depth Over Breadth (Core Mechanic Validation):**
   * **Focus:** The MVP prioritizes the depth and integrity of the core GxE simulation and manual cultivation mechanics over a wide array of content (strains, equipment, facility types) or advanced features (complex automation, player-driven markets).
   * **Rationale:** If the fundamental loop of planting, observing GxE effects, manually adjusting conditions, and seeing tangible results is not compelling, no amount of peripheral content will salvage the core experience. This is paramount for a simulation game promising genetic mastery (Doc1, Sec I.B).
   * **Implementation:** This means the initial five foundational strains, while few, will possess the underlying data structures for full genetic complexity, even if only a subset of traits is initially expressed or tracked in the MVP (Doc1, Sec II.B). The GxE model, though simplified in its inputs for MVP, must be robust in its calculations and produce believable, observable outcomes.
2. **Manual Interaction & "Earned Automation" Foundation:**
   * **Focus:** The MVP will heavily emphasize manual player interaction for all core tasks: environmental control, nutrient mixing, data collection, and basic pest/disease management.
   * **Rationale:** This "Burden of Consistency" (Doc1, Sec II.C) serves multiple purposes:
     + It directly teaches the player the fundamental principles of cultivation and GxE interaction through hands-on experience.
     + It allows developers to validate the core simulation when it is most transparent and directly influenced by player actions.
     + It intrinsically motivates players to progress towards and appreciate the more advanced automation systems that will be introduced post-MVP, making automation feel like a meaningful reward ("Earned Automation" - Doc1, Sec VII.C).
   * **Implementation:** Equipment will be basic, sensors will require manual checking, and environmental adjustments will be direct toggles or rudimentary controls.
3. **High Visual Quality from Inception:**
   * **Focus:** Despite the limited *quantity* of assets in the MVP, their *visual quality* must be high from the outset (Doc1, Sec I.B; Doc1, Sec III.A). This applies to plant models, essential equipment, the Residential House environment, and UI elements.
   * **Rationale:** Establishes the "Modern, High-Tech, Clinical/Scientific, Aspirational/Professional" aesthetic (Doc1, Sec III.B) from the beginning, setting a quality bar for all future development. High-quality visuals enhance immersion and the perceived professionalism of the simulation, crucial for a game focused on scientific detail.
   * **Implementation:** The initial five plant strains will have detailed base models. Core equipment will be well-modelled and textured. The UI will be clean, modern, and functional. AI-assisted asset generation pipelines will be employed, but always with mandatory human review and optimization to meet these quality standards (Doc1, Sec III.C).
4. **Focused Content Scope (Residential House & Limited Strains):**
   * **Focus:** The MVP gameplay will be confined to the introductory "Residential House" map (Doc1, Sec I.B; Doc1, Sec VI.A) and will feature no more than five foundational genetic strains (Doc1, Sec I.B; Doc1, Sec II.B).
   * **Rationale:** This tightly constrains the development effort for environment art, asset creation, and initial balancing, allowing resources to be concentrated on perfecting the core systems and gameplay loops. The Residential House provides a structured, smaller-scale environment ideal for learning initial mechanics.
   * **Implementation:** The Residential House will have a predefined layout with a limited number of unlockable rooms for gradual expansion. The five strains will be carefully selected to offer some initial diversity in growth characteristics or visual traits for the basic GxE and breeding systems.
5. **Clear Feedback & Data Presentation (Foundational UI/UX):**
   * **Focus:** Even with manual data collection, the MVP must provide clear, understandable feedback to the player regarding plant health, environmental conditions, and the outcomes of their actions. Core UI/UX elements for displaying critical data are essential (Doc1, Sec I.B; Doc1, Sec V.A).
   * **Rationale:** The "observe, learn, optimize" loop is impossible if the player cannot effectively observe and understand the simulation's state. The UI is a critical gameplay asset, transforming complex data into actionable insights (Doc1, Sec V.A).
   * **Implementation:** Basic environmental dashboards, plant status indicators, a nutrient mixing interface, a simple "Grower's Journal" for manual logging, and clear alerts for critical issues will be implemented. Data visualization, even if simple for MVP (e.g., basic line graphs for historical trends - Doc1, Sec V.B), must be clear and functional.
6. **Complete Core Loop Validation:**
   * **Focus:** The MVP must deliver a complete, end-to-end core gameplay loop: from acquiring genetics (initial strains provided), planting, cultivating through a full lifecycle, managing the environment, observing GxE effects, harvesting, basic post-harvest processing (drying/curing), and selling the product via NPC contracts to generate income for further operations and progression.
   * **Rationale:** Validates that the fundamental cycle of activity is engaging and that all interconnected MVP systems work together cohesively.
   * **Implementation:** All systems listed in Section 4.3 must be functional and integrated to support this complete loop.
7. **Iterative Development & Feedback Gathering:**
   * **Focus:** The MVP is a tool for learning and iteration. Its release (even to a closed alpha/beta group) is intended to gather crucial player feedback on the core experience, balance, usability, and fun factor (Doc1, Sec I.C; Doc2, Sec IX.B).
   * **Rationale:** This feedback will inform subsequent development, ensuring that Project Chimera evolves in a direction that resonates with its target audience and addresses any fundamental flaws identified early.
   * **Implementation:** Mechanisms for collecting feedback (e.g., in-game reporting tools, forums, surveys) will be prepared alongside the MVP. The development plan includes dedicated Alpha/Beta testing phases post-MVP feature completion (Doc1, Table 1).

By adhering to these guiding philosophies, the MVP for Project Chimera will serve as a lean but robust foundation, proving the viability of its core concepts and paving the way for the incremental addition of complexity and features towards the full game vision. It is a strategic investment in risk mitigation and focused development.

### 4.2. Core Gameplay Loops for MVP Validation

The MVP is specifically designed to validate a set of fundamental gameplay loops. These loops represent the core activities players will engage in repeatedly, and their successful implementation and perceived engagement factor are critical to Project Chimera's overall success.

**4.2.1. Manual Cultivation & Observation Loop**

* **Purpose/Goal:** To validate that players find the hands-on process of nurturing plants from seed/clone to harvest engaging, and that they can effectively observe and interpret plant responses to their actions and environmental conditions. This loop directly tests the efficacy of the visual feedback systems and the player's ability to learn through direct interaction.
* **Scope & Limitations for MVP:**
  + **Included:** Full manual control over planting, watering, basic pruning (if any for MVP), application of manually mixed nutrients, visual inspection of plants for health cues (color, turgidity, growth rate), and manual checking of basic environmental sensors.
  + **Excluded:** Advanced training techniques (complex LST/HST), automated watering/feeding, complex pruning/defoliation strategies, automated sensor networks.
* **Key Mechanics & Player Experience:**
  1. **Acquire Genetics:** Player starts with access to the 5 foundational strains (seeds/clones provided).
  2. **Planting:** Player manually plants seeds or clones into pots/containers with a chosen basic growing medium (e.g., soil, coco coir).
  3. **Watering & Feeding:** Player manually waters plants and applies nutrient solutions they have mixed themselves (see 4.3.4). They observe for signs of over/under watering.
  4. **Environmental Monitoring (Manual):** Player manually checks basic standalone thermometers/hygrometers in the grow space. They might use handheld meters for EC/pH of nutrient solutions or runoff (Doc1, Sec II.A, II.D).
  5. **Environmental Adjustment (Manual):** Player manually toggles basic lights, fans, or rudimentary heaters/coolers (if available in the Residential House MVP) to influence the environment (see 4.3.3).
  6. **Visual Plant Observation:** Player closely observes their plants daily (or at accelerated time intervals) for visual cues:
     + Growth rate (is it vigorous or stunted?).
     + Leaf color (healthy green, yellowing, spotting, tip burn?).
     + Leaf turgidity (are leaves perky or drooping?).
     + Overall plant structure and development.
     + Early signs of pests or diseases (see 4.3.5).
  7. **Data Logging (Manual - "Grower's Journal"):** Player is encouraged to use a simple in-game journal UI to log their observations, environmental parameters, nutrient recipes used, and any adjustments made (Doc1, Sec II.A). This reinforces active learning.
  8. **Harvest:** Player determines harvest readiness based on visual cues (e.g., trichome appearance with a loupe, pistil color – simplified for MVP) and manually initiates harvest.
  9. **Basic Post-Harvest:** Player manually engages in basic drying and curing processes (see 4.3.1).
* **Interdependencies:**
  + **Foundational Cultivation Mechanics (4.3.1):** Provides the actions and plant lifecycle.
  + **Basic GxE Interaction (4.2.2):** Plant visual responses are driven by GxE.
  + **Rudimentary Environmental Control (4.3.3):** Player makes manual adjustments.
  + **Basic Nutrient Management (4.3.4):** Player mixes and applies nutrients.
  + **Elementary Plant Health (4.3.5):** Player observes for health issues.
  + **Core UI/UX (4.3.10):** Provides interfaces for interaction, data display (sensor readings), and the Grower's Journal.
* **Success Criteria/Validation:**
  + Players actively engage in observing their plants and making adjustments.
  + Players can generally correlate their actions (e.g., changing light schedule, nutrient mix) with observable changes in plant health or growth (even if subtly at first).
  + Players utilize the Grower's Journal or demonstrate an understanding of the need to track changes.
  + The loop feels responsive and not overly tedious despite being manual (balancing time scales is key here).
  + Feedback indicates players feel a sense of accomplishment from successfully nurturing a plant through its lifecycle manually.
* **C# Implementation Considerations (High-Level):**
  + PlantInstance.cs scripts with methods for Water(), ApplyNutrients(), Harvest().
  + PlayerInteractionController.cs to handle raycasting for plant/equipment selection and contextual action menus.
  + UI scripts for the Grower's Journal, allowing text input and basic tagging/filtering.
  + Visual feedback systems on plant models (shader changes for health/stress, procedural growth updates).
* **AI Tooling Notes:**
  + Cursor AI: Assist with boilerplate for interaction scripts, UI backend for the journal.
  + Unity AI Assistant: Quick snippets for raycasting or basic UI event handling.

This loop is fundamental. If players don't connect with the core act of manually growing and observing their first few plants, the motivation to engage with more complex systems later will be diminished.

**4.2.2. Basic Genotype x Environment (GxE) Interaction Loop**

* **Purpose/Goal:** To validate that the core GxE simulation, even in its simplified MVP form, produces believable and observable differences in plant development based on their genetics and the environment provided by the player. This loop tests the player's ability to understand that different strains have different needs and that the environment is a critical factor in success.
* **Scope & Limitations for MVP:**
  + **Included:**
    - Five foundational strains, each with distinct (though perhaps subtly different for MVP) optimal environmental "recipes" (temperature, humidity, light needs) and potentially one or two clearly distinguishable visual traits influenced by genetics (e.g., broad vs. narrow leaves, tall vs. short stature) (Doc1, Sec II.B).
    - Basic GxE model where player-controlled environmental parameters (temperature, humidity, light via manual controls) directly influence plant growth rate, overall health, and the expression of these few visual genetic traits.
    - Plants show graduated positive or negative responses (visual health, growth speed) based on how closely the manually managed environment matches their (initially hidden) optimal recipe for the current growth stage (Doc1, Sec II.A).
  + **Excluded:**
    - Complex polygenic trait expression (yield, potency, full terpene profiles are not primary outcomes tracked/influenced by GxE in MVP, though the *potential* for them is in the strain data).
    - Advanced GxE interactions like epistasis or pleiotropy.
    - Detailed nutrient GxE interactions (MVP focuses more on basic nutrient availability rather than nuanced responses to specific nutrient ratios affecting specific traits).
    - AI Research Lab or advanced analytical tools to decipher GxE.
* **Key Mechanics & Player Experience:**
  1. **Strain Selection:** Player chooses which of the 5 foundational strains to grow. The UI might provide very basic descriptors (e.g., "Strain A: Prefers cooler temperatures," "Strain B: Vigorous grower").
  2. **Cultivation (as per 4.2.1):** Player manually manages the environment (temperature, humidity, light) for their chosen strain(s).
  3. **Observation of Differential Responses:**
     + If growing multiple strains simultaneously in the same environment, players might observe that one strain thrives while another struggles, hinting at different environmental preferences.
     + If growing the same strain under different (player-created) environmental conditions, players should see differences in growth rate, health, or the expression of the simple visual genetic traits.
  4. **Experimentation (Rudimentary "Environmental Profiling" - Doc1, Sec II.A):**
     + Player makes a change to an environmental parameter (e.g., increases light intensity, adjusts thermostat).
     + Player observes the plant's response over time (e.g., does it grow faster? Do leaves look healthier? Does its leaf shape appear more defined if that's a tracked trait?).
     + Player uses the Grower's Journal to record the environmental settings and the observed outcomes.
  5. **Learning Optimal Ranges (Implicitly):** Through trial, error, and observation, the player begins to deduce the (hidden) optimal environmental "recipe" for each strain across its growth stages. Success is rewarded with healthier plants and better visual outcomes.
* **Interdependencies:**
  + **Manual Cultivation & Observation Loop (4.2.1):** Provides the context and actions for GxE to manifest.
  + **Foundational Genetics & Breeding (4.3.2):** Defines the genetic potential and base traits of the 5 strains.
  + **Rudimentary Environmental Control (4.3.3):** Allows the player to manipulate the "E" in GxE.
  + **Core UI/UX (4.3.10):** Displays environmental data and plant status, enabling observation of GxE effects.
* **Success Criteria/Validation:**
  + Players can perceive differences in how the 5 strains respond to the same environmental conditions.
  + Players can observe tangible changes in plant health/growth when they alter environmental parameters.
  + Players begin to associate specific environmental conditions with better or worse outcomes for particular strains (e.g., "Strain A really liked it when I lowered the temperature").
  + The GxE effects, while basic, feel logical and provide a sense of discovery.
  + Feedback indicates players understand that genetics and environment are interacting, even if they don't fully understand the underlying math.
* **C# Implementation Considerations (High-Level):**
  + PlantStrainSO.cs for each of the 5 strains, containing data fields for optimal temperature range, humidity range, light requirements (PPFD/DLI targets per stage), and base values for the simple visual traits.
  + PlantInstance.cs will have a GxE calculation method that takes current environmental data (from its EnvironmentController or a local sensor cache) and its PlantStrainSO data to modify growth rates, health metrics, and potentially parameters for the procedural visual generation (e.g., leaf width factor).
  + AnimationCurves within PlantStrainSO can define response curves (e.g., growth modifier vs. temperature deviation from optimum).
* **AI Tooling Notes:**
  + Cursor AI: Assist in structuring the PlantStrainSO data fields and the basic GxE calculation logic within PlantInstance.cs.

Validating this loop is crucial. It's the first taste of the "scientific discovery" aspect of Project Chimera. If players can't perceive or influence GxE interactions in a meaningful way in the MVP, a core promise of the game is undermined.

**4.2.3. Experimentation & Iterative Learning Loop**

* **Purpose/Goal:** To validate that the game systems encourage and reward player experimentation, leading to a satisfying cycle of learning, hypothesis, testing, and optimization. This loop builds upon the previous two and is central to the "data-driven decision-making" pillar.
* **Scope & Limitations for MVP:**
  + **Included:**
    - Player-driven experimentation with manual environmental controls and basic nutrient recipes.
    - Use of the "Grower's Journal" to track experiments and outcomes.
    - Making basic F1 crosses between the 5 foundational strains and observing simple visual trait inheritance in offspring (see 4.3.2).
    - Learning from the outcomes of NPC contracts (e.g., a contract might require a certain quality, pushing the player to experiment to achieve it).
  + **Excluded:**
    - Formal in-game research systems or complex analytical tools (beyond basic graphs).
    - Advanced breeding strategies or genetic analysis.
    - Automated A/B testing or complex experimental design tools.
* **Key Mechanics & Player Experience:**
  1. **Formulate Hypothesis (Simple):** Based on observations from the GxE loop or previous results, the player forms a simple hypothesis (e.g., "If I increase humidity during early vegetative stage for Strain C, it might grow bushier," or "If I cross Strain A (tall) with Strain B (short), what height will the offspring be?").
  2. **Design Experiment (Informal):** Player sets up conditions to test the hypothesis. This might involve:
     + Adjusting environmental controls for a specific plant or grow area.
     + Trying a new nutrient mix.
     + Performing a specific F1 cross between two parent plants.
  3. **Execute & Observe:** Player runs the experiment, carefully observing plant responses, GxE effects, or offspring characteristics, and meticulously logging data and observations in their Grower's Journal.
  4. **Analyze Results (Qualitative):** Player reviews their journal entries and compares outcomes. Did the change have the expected effect? Were there any unexpected side effects? How did the F1 offspring compare to parents?
  5. **Learn & Refine:** Player gains new knowledge about their strains, optimal conditions, or basic inheritance. This knowledge informs their future strategies and hypotheses. For example, they might discover an "environmental recipe" that works well for a particular strain, or identify a parent combination that produces interesting F1s.
  6. **Iterate:** The player uses this new knowledge to formulate new hypotheses and conduct further experiments, continuously refining their cultivation and basic breeding techniques.
* **Interdependencies:**
  + Relies heavily on the **Manual Cultivation & Observation Loop (4.2.1)** and the **Basic GxE Interaction Loop (4.2.2)** to provide the systems for experimentation and observable outcomes.
  + **Foundational Genetics & Breeding (4.3.2):** Enables experimentation with basic F1 crosses.
  + **NPC-Driven Contract Economy (4.3.8):** Contracts can provide goals or constraints that motivate experimentation (e.g., to meet quality targets).
  + **Core UI/UX (4.3.10):** The Grower's Journal is a key tool for this loop. Basic graphs of historical environmental data can aid analysis.
* **Success Criteria/Validation:**
  + Players actively use the Grower's Journal to record experimental parameters and results.
  + Players demonstrate iterative behavior, making changes based on previous outcomes.
  + Players express a sense of discovery and understanding when they successfully optimize a condition or breed an F1 with desired (simple) visual traits.
  + The game feels like a responsive system where experimentation leads to learnable outcomes, not random chance.
  + Feedback suggests players feel empowered to explore and figure things out, rather than needing explicit hand-holding for every step beyond initial tutorials.
* **C# Implementation Considerations (High-Level):**
  + No specific new systems are built *just* for this loop; rather, it emerges from the interaction of other MVP systems.
  + The robustness of the logging in the Grower's Journal (e.g., allowing players to easily tag entries, perhaps automatically timestamping entries or linking them to specific plant IDs) can greatly support this loop.
  + The clarity of data presentation (environmental history graphs, plant status) is crucial for analysis.
* **AI Tooling Notes:**
  + Not directly applicable to AI *implementing* this loop, but AI-generated content (diverse plant responses from GxE) fuels the experimentation.

This loop is the intellectual core of Project Chimera. If the MVP successfully fosters this sense of experimentation and iterative learning, it validates the game's potential as an engaging, thought-provoking simulation that rewards player intellect and curiosity. The "earned knowledge" (Doc1, Sec II.A) gained through these manual experiments is key to appreciating future complexities.

### 4.3. Essential MVP Systems & Features (Detailed Breakdown)

This section provides an exhaustive breakdown of each essential system and feature that must be implemented to deliver the MVP's core experience and validate the gameplay loops described above. Each feature will be detailed in terms of its purpose, MVP scope, key mechanics, player experience, and critical interdependencies.

**4.3.1. Foundational Cultivation Mechanics (Manual Focus)**

* **Purpose/Goal:** To establish the complete, manually-driven lifecycle of cannabis cultivation, from planting to post-harvest, serving as the primary activity hub for the player in the MVP. This system underpins all other gameplay loops.
* **MVP Scope & Limitations:**
  + **Included:**
    - **Plant Lifecycle Simulation:** Modeling distinct stages: Seed/Clone, Germination (if starting from seed), Seedling, Vegetative (can be a single phase for MVP or simplified early/late), Flowering (similarly, could be simplified or have early/late distinctions), Harvestable. Each stage has defined durations (modifiable by GxE) and visual representations.
    - **Planting:** Manually placing seeds or clones into selectable growing containers (e.g., pots of different basic sizes).
    - **Growing Media:** Choice of a few basic growing media (e.g., "Standard Potting Soil," "Coco Coir Mix"), each with simple, abstracted properties (e.g., water retention, aeration – though these properties might not have deep simulation impact in MVP beyond visual/flavor). Media are consumable items.
    - **Watering:** Manual application of water using a basic tool (e.g., watering can). Visual feedback for soil moisture (e.g., soil texture change, plant drooping if under-watered).
    - **Basic Pruning (Highly Simplified/Optional for MVP):** If included, this would be limited to a very simple "remove lowest small branches" type action with a minor, abstracted positive effect on main cola development, or perhaps a "topping" action that results in two main colas instead of one. Complex defoliation or training is excluded. The primary purpose would be to introduce the *concept* of plant manipulation.
    - **Harvesting:** Manual initiation of harvest when plants reach "Harvestable" state. Visuals change to represent harvested plant material.
    - **Basic Post-Harvest (Manual):**
      * **Drying:** Manually placing harvested material on basic drying racks within a designated area. Drying time is a fixed duration for MVP or very simply influenced by room humidity (if player can crudely control it). Quality impact is minimal/abstracted for MVP.
      * **Curing:** Manually placing dried material into basic curing containers (e.g., glass jars). A simple "burping" mechanic (e.g., player clicks a button on the jar daily for a set period) might be included to represent this process. Quality impact is minimal/abstracted for MVP.
      * **Trimming (Abstracted/Simplified):** After drying/curing, a simple action converts the material into a "sellable product." Detailed manual trimming minigames are excluded.
    - **Plant Health (Visual):** Plants visually display health status (healthy, stressed, diseased/pest-ridden) through changes in texture, color, posture. (Detailed in 4.3.5).
  + **Explicitly Excluded for MVP:** Advanced training techniques (LST, HST, ScrOG, SOG), complex pruning/defoliation strategies, hydroponics/aeroponics systems, automated irrigation/fertigation, detailed soil science simulation, complex drying/curing environmental effects on quality, detailed trimming mechanics.
* **Key Mechanics & Player Experience:**
  + Player selects seeds/clones from their limited starting inventory.
  + Player chooses a pot size and growing medium, then plants their selection.
  + Daily (in accelerated game time), the player checks on their plants, manually waters them, applies nutrients (see 4.3.4), and observes their growth and health.
  + Player interacts with basic environmental controls (see 4.3.3) to try and maintain optimal conditions.
  + When plants mature, the player harvests them, then guides them through simplified drying and curing steps.
  + The final product becomes available for fulfilling NPC contracts (see 4.3.8).
  + The experience is tactile and observational, emphasizing the player's direct role in every step of the plant's life.
* **Interdependencies:**
  + **Foundational Genetics (4.3.2):** Provides the initial 5 strains with their base characteristics that influence growth.
  + **Basic GxE Interaction (4.2.2):** The environment managed by the player directly impacts how these cultivation mechanics play out (growth rates, health).
  + **Rudimentary Environmental Control (4.3.3):** Tools for the player to influence the environment.
  + **Basic Nutrient Management (4.3.4):** System for feeding the plants.
  + **Elementary Plant Health (4.3.5):** System for managing basic plant problems.
  + **Core UI/UX (4.3.10):** Interfaces for selecting seeds, media, tools, and for displaying plant status.
  + **NPC Contract Economy (4.3.8):** Provides the outlet and motivation for selling harvested products.
* **Success Criteria/Validation:**
  + Players can successfully guide a plant through its entire lifecycle from planting to producing a sellable product.
  + The manual processes, while involved, feel rewarding and provide a clear sense of accomplishment.
  + Players understand the different stages of plant growth and their basic requirements.
  + The system is stable and free of critical bugs that would prevent completion of a grow cycle.
* **C# Implementation Considerations (High-Level):**
  + PlantInstance.cs: Manages individual plant state (growth stage, health, water level, nutrient levels), references its PlantStrainSO, and updates its visual representation. Uses a state machine for growth stages (SeedState, VegetativeState, FloweringState, etc.).
  + GrowthStageSO.cs: ScriptableObject defining parameters for each growth stage (duration, resource needs, environmental optima for this stage).
  + GrowingMediumSO.cs: Defines properties of different media.
  + PotContainer.cs: Manages a plant within a pot, links to the growing medium.
  + PlayerInteractionController.cs: Handles player actions like planting, watering, harvesting via raycasting and contextual menus.
  + InventoryManager.cs: Tracks seeds, harvested product, consumables like growing media.
  + PostHarvestController.cs: Manages the simplified drying/curing processes and timers.
* **AI Tooling Notes:**
  + Cursor AI: Generate boilerplate for PlantInstance, state classes, PlayerInteractionController, basic inventory logic.
  + Unity AI Assistant: Snippets for common MonoBehaviour patterns, UI event handling for selection.

This foundational system is the absolute backbone of the MVP. Its successful implementation is non-negotiable.

**4.3.2. Foundational Genetics & Breeding (5 Strains, Basic F1 Crosses)**

* **Purpose/Goal:** To introduce players to the core concept of cannabis genetics, trait inheritance, and the potential for creating new strains through breeding, albeit in a very simplified form for the MVP. This system aims to validate the player's interest in the genetic aspect of the game.
* **MVP Scope & Limitations:**
  + **Included:**
    - **Five Foundational Cannabis Strains:** A limited roster of distinct starting strains. Each strain will be represented by a PlantStrainSO containing:
      * Predefined (but hidden from player initially) optimal environmental parameters (for GxE interactions).
      * Base values for a few clearly distinguishable *visual* genetic traits (e.g., Leaf Shape: Broad/Narrow; Plant Height: Short/Tall; Flower Coloration: Green/Subtle Purple Hue). These traits will be the primary focus for MVP breeding observation.
      * Underlying data structures to support full genetic complexity (e.g., fields for THC/CBD potential, yield factors, terpene profiles) as per Doc1 (Sec II.B), but these complex traits will *not* be actively expressed, tracked, or significantly influenced by breeding in the MVP. Their presence is for future scalability.
    - **Basic F1 Crosses:** Players can select a mature male plant of one foundational strain and a mature receptive female plant of another (or the same) foundational strain to perform manual pollination. This action will produce a small number of F1 generation seeds.
    - **Simple Mendelian Inheritance (for Visual Traits):** The few observable visual traits (leaf shape, height, basic color) will inherit via simplified Mendelian genetics (e.g., one gene per trait, clear dominant/recessive relationships, or simple additive effects for height). The goal is for players to see *immediate and obvious* visual differences in F1 offspring compared to parents if they inherit certain combinations.
    - **"Trait Library" (Rudimentary):** A simple, player-populated UI list or catalog where discovered visual traits (e.g., "Broad Leaf Shape," "Tall Stature") are automatically logged as players cultivate plants exhibiting them (Doc1, Sec II.B). This provides a basic sense of genetic discovery.
    - **Genetics Lab UI (Streamlined):** A very basic UI for:
      * Selecting parent plants for breeding (displaying their key MVP visual traits).
      * Initiating the F1 seed creation process.
      * Viewing stored seeds in a basic seed bank UI, perhaps showing their F1 lineage and predicted visual traits based on the simple inheritance model.
    - **Sex Determination:** Plants will clearly differentiate into male or female at an appropriate stage. For MVP, this might be a predetermined outcome for foundational strains or a simple random chance, to ensure players have access to both for basic breeding.
  + **Explicitly Excluded for MVP:** Complex multi-generational breeding (backcrossing, IBLs), polygenic trait inheritance for yield/potency/terpenes, advanced genetic analysis tools (AI Research Lab, genetic marker analysis), pheno-hunting for subtle traits, strain stabilization, mutations, tissue culture, feminization. The focus is purely on observing simple visual trait inheritance in F1s.
* **Key Mechanics & Player Experience:**
  + Player cultivates the 5 foundational strains, observing their distinct visual characteristics.
  + Player identifies male and female plants.
  + Using the basic Genetics Lab UI, the player selects a male and female parent.
  + Player initiates pollination, resulting in F1 seeds.
  + Player plants these F1 seeds and cultivates the offspring.
  + Player observes the visual traits of the F1 plants, comparing them to the parents and potentially seeing new combinations or expressions based on the simple Mendelian rules. For example, crossing a "Tall (TT)" plant with a "Short (tt)" plant might consistently yield "Tall (Tt)" offspring if tall is dominant.
  + New visual traits observed are added to their Trait Library.
  + The experience is about the initial "aha!" moment of seeing traits passed down and combined, sparking curiosity about genetics.
* **Interdependencies:**
  + **Foundational Cultivation Mechanics (4.3.1):** Required to grow parent plants to maturity and to grow out F1 offspring.
  + **Core UI/UX (4.3.10):** Essential for the Genetics Lab UI, Seed Bank UI, and Trait Library display.
  + **PlantInstance.cs / PlantStrainSO.cs:** These C# structures will hold the genetic data (for visual traits) and manage its inheritance.
* **Success Criteria/Validation:**
  + Players successfully perform F1 crosses and grow offspring.
  + Players can observe and understand the inheritance of the simple visual traits in F1 offspring.
  + Players find the process of creating new F1 seeds and seeing their results engaging, even at this basic level.
  + The Trait Library provides a satisfying, albeit simple, sense of discovery.
  + Feedback indicates interest in exploring more advanced genetic mechanics in the future.
* **C# Implementation Considerations (High-Level):**
  + PlantStrainSO.cs: Add fields for the simple visual traits (e.g., enum LeafShapeTrait { Broad, Narrow }, float geneticHeightFactor). Define dominance/recessiveness for these MVP traits.
  + BreedingManager.cs: A static class or singleton with a method like ProduceF1Seeds(PlantInstance maleParent, PlantInstance femaleParent). This method will:
    - Access the PlantStrainSO of each parent.
    - For each tracked visual MVP trait, randomly select one allele from the male and one from the female (based on their genotype for that trait).
    - Combine these alleles to determine the F1 offspring's genotype for that trait.
    - Create new SeedData objects (which might contain a new, dynamically generated PlantStrainData instance for the F1) and add them to the player's inventory/seed bank.
  + TraitLibrary.cs: A manager to store discovered VisualTraitSOs and update the UI.
  + The procedural plant generation system will need to be able to visually represent the different expressions of these MVP traits (e.g., actually render broader or narrower leaves).
* **AI Tooling Notes:**
  + Cursor AI: Assist with structuring PlantStrainSO for genetic traits, boilerplate for BreedingManager, and the data structures for SeedData and TraitLibrary.

This MVP genetics system is intentionally simplified to be achievable and to test the core appeal of breeding. The "depth over breadth" philosophy means the underlying data structures in PlantStrainSO are built for future complexity, even if the MVP mechanics only scratch the surface. This ensures a smoother development path for post-MVP genetic expansions (Doc1, Sec II.B).

**4.3.3. Rudimentary Environmental Control (Manual Adjustments, Basic Sensors)**

* **Purpose/Goal:** To provide the player with direct, albeit basic, means to influence the cultivation environment and to receive feedback on that environment's state. This system is crucial for enabling the GxE interaction loop and teaching players the importance of environmental management through hands-on experience.
* **MVP Scope & Limitations:**
  + **Included:**
    - **Manual Equipment Adjustment:**
      * **Basic Lights:** Simple on/off toggles for basic grow lights (e.g., a small LED panel, T5 fluorescent). Players manually set the light cycle (e.g., 18/6 for vegetative, 12/12 for flowering) by toggling them.
      * **Basic Fans:** Simple on/off toggles for small clip fans or oscillating fans to provide air circulation. No complex airflow simulation; fans provide a generic, localized "improved airflow" buff or slightly affect temperature/humidity in their immediate vicinity.
      * **Basic Heaters/Coolers (Highly Simplified, if included for Residential House):** If the Residential House map is to have temperature challenges, a very basic, manually toggled small electric heater or window AC unit might be available. Their effect would be a slow, localized temperature change. No complex HVAC systems.
    - **Basic Standalone Sensors:**
      * **Digital Thermometer/Hygrometer:** Player places these small, standalone sensor units in their grow space. To get a reading, the player must manually interact with (e.g., click on) the sensor unit in the game world, which then displays the current temperature and humidity for its immediate location on its own small UI or a pop-up. No networked data or central dashboard display of these basic sensor readings.
      * **Handheld Meters (for Nutrients - see 4.3.4):** Handheld EC/PPM and pH meters for manually checking nutrient solutions.
    - **Basic Controllers (Rudimentary Automation):**
      * **Simple Light Timers:** A physical in-game item that can be linked to lights to automate their on/off cycle according to player-set times. This is the earliest form of automation (Doc1, Sec II.C).
      * **Basic On/Off Thermostats/Humidistats (Very Simple):** If basic heaters/coolers/humidifiers/dehumidifiers are included, they might come with an integrated, extremely simple on/off controller based on a single setpoint (e.g., "turn on heater if temp < 20°C, turn off if temp > 21°C"). These would use their own internal sensor, not the standalone ones.
    - **"Burden of Consistency" (Doc1, Sec II.C):** The design deliberately makes environmental management a hands-on, somewhat demanding task to make players appreciate later automation.
  + **Explicitly Excluded for MVP:** Networked sensors, central environmental dashboards displaying real-time data from multiple sensors, programmable logic controllers (PLCs), advanced HVAC systems, CO2 generation/control (unless absolutely trivial to implement as a manual toggle with an abstracted effect), detailed airflow simulation, complex microclimate zones within a single room.
* **Key Mechanics & Player Experience:**
  + Player places basic lights and fans in their grow room (initial closet/room in Residential House).
  + Player manually turns lights on/off to maintain desired photoperiods, or sets up a simple light timer.
  + Player manually turns fans on/off to provide air circulation.
  + Player places a few standalone thermometer/hygrometer units. To know the temperature/humidity, they must physically navigate to and click on these sensors in the game.
  + Based on sensor readings and plant observations, the player manually adjusts any available rudimentary heating/cooling.
  + The experience is one of constant vigilance and manual tweaking, especially if time is accelerated. Players learn the direct impact of, for example, forgetting to turn lights off or a fan failing (if basic malfunctions are in MVP).
* **Interdependencies:**
  + **Foundational Cultivation Mechanics (4.3.1):** Plants require specific environmental conditions.
  + **Basic GxE Interaction (4.2.2):** The environment directly influences plant GxE outcomes.
  + **Core UI/UX (4.3.10):** UI for toggling equipment, setting timers, and displaying readings from manually checked sensors.
  + **Initial Sandbox Environment (4.3.7):** The Residential House will be the location for these controls.
* **Success Criteria/Validation:**
  + Players can successfully use the manual controls to alter environmental parameters (light, basic temperature/humidity).
  + Players understand the need to check sensors manually and react to the readings.
  + The simple light timer provides a noticeable quality-of-life improvement, validating the "Earned Automation" concept early.
  + Players feel the "Burden of Consistency," expressing a desire for more advanced control methods in the future.
  + The system is stable and environmental changes are reflected in plant GxE responses.
* **C# Implementation Considerations (High-Level):**
  + EnvironmentalControlEquipment.cs (base class) with derived classes like GrowLight.cs, Fan.cs, BasicHeater.cs. These will have TogglePower() methods and might apply an "environmental modifier" to a small area around them or to the room they are in.
  + StandaloneSensor.cs: When interacted with, queries the room's EnvironmentController.cs for the current values at its location and displays them.
  + LightTimer.cs: A component that can be linked to GrowLight instances and toggles their power based on a schedule.
  + EnvironmentController.cs (per room/zone): Manages the overall environmental state (temperature, humidity) of a room, influenced by equipment and potentially external factors (e.g., basic heat loss/gain through walls if simulated simply).
* **AI Tooling Notes:**
  + Cursor AI: Boilerplate for equipment classes, timer logic, basic EnvironmentController structure.

This rudimentary system is designed to be just enough to allow players to engage with the GxE loop and to understand the fundamental importance of environmental control, setting the stage for much more complex systems post-MVP.

**4.3.4. Basic Nutrient Management (Manual Mixing & Monitoring)**

* **Purpose/Goal:** To introduce players to the fundamental concepts of plant nutrition, requiring them to manually mix and apply nutrient solutions and monitor basic solution parameters. This reinforces the hands-on learning approach of the MVP.
* **MVP Scope & Limitations:**
  + **Included:**
    - **Manual Nutrient Mixing:** Players use a dedicated UI to mix base nutrients and potentially one or two basic additives (e.g., "Base Grow A," "Base Grow B," "Basic Bloom Booster," "CalMag Supplement"). These are consumable items.
    - **Nutrient Recipes (Player Discovered/Basic Provided):** The game might provide one or two extremely basic starting "recipes" (e.g., "Seedling Mix: 1 part A, 1 part B"). Players are encouraged to experiment with ratios (within simple limits) and observe effects.
    - **Nutrient Solution Application:** Manually applying the mixed nutrient solution to plants using a basic tool (e.g., watering can that can hold plain water or nutrient solution).
    - **Manual Monitoring (Handheld Meters):** Players use handheld digital meters (in-game items) to check:
      * Electrical Conductivity (EC) or Parts Per Million (PPM) of their mixed nutrient solution and potentially runoff from pots.
      * pH of their mixed nutrient solution and potentially runoff.
      * The UI for these meters will show a simple numerical readout when "used" on a target (e.g., nutrient reservoir, pot runoff collection tray).
    - **Visual Feedback:** Plants show visual signs of health, deficiencies (e.g., generic yellowing, stunted growth for severe underfeeding), or toxicities (e.g., leaf tip burn for severe overfeeding). These are generalized for MVP, not highly specific to individual nutrient issues.
    - **Nutrient Management UI:** A dedicated UI panel for selecting nutrient ingredients, specifying amounts (e.g., ml per gallon/liter), mixing them in a virtual reservoir/tank, and seeing the resulting (calculated) EC/PPM and pH of the solution.
  + **Explicitly Excluded for MVP:** Automated nutrient dosing systems, complex multi-part nutrient lines with many additives, detailed simulation of individual micronutrient deficiencies/toxicities, soil nutrient testing (beyond basic runoff), foliar feeding, advanced pH/EC buffering and adjustment mechanics (beyond simply re-mixing).
* **Key Mechanics & Player Experience:**
  + Player acquires basic nutrient products (consumable items).
  + Using the Nutrient Management UI, the player selects ingredients and amounts to create a nutrient solution in a virtual mixing tank/reservoir. The UI shows the calculated EC/pH.
  + Player uses handheld meters to verify the EC/pH of their mix, and potentially the runoff from their plants after feeding, to gauge uptake or buildup.
  + Player manually applies the nutrient solution to their plants.
  + Player observes plants for general signs of good health or nutritional stress.
  + Through observation and noting outcomes in their Grower's Journal (e.g., "Tried stronger mix, plants got tip burn"), players learn about appropriate nutrient strengths and the importance of EC/pH.
  + The experience is one of careful measurement, application, and observation, akin to basic chemistry or cooking.
* **Interdependencies:**
  + **Foundational Cultivation Mechanics (4.3.1):** Plants require nutrients to grow. Nutrient application is a core cultivation task.
  + **Basic GxE Interaction (4.2.2):** Nutrient availability and balance are key environmental factors influencing GxE. Severe nutrient issues will negatively impact plant health and growth.
  + **Core UI/UX (4.3.10):** Essential for the Nutrient Management UI, handheld meter readouts, and inventory display of nutrient products.
  + **NPC Contract Economy (4.3.8):** Nutrient products will be an operational cost.
* **Success Criteria/Validation:**
  + Players can successfully mix and apply nutrient solutions.
  + Players use the handheld meters and understand the basic meaning of EC/pH readings.
  + Players can observe and react to visual cues of major nutrient imbalances (e.g., reduce strength if seeing burn).
  + The manual process, while detailed, feels like a meaningful interaction that influences plant outcomes.
  + Feedback indicates players grasp the basics of plant nutrition and are interested in more advanced options later.
* **C# Implementation Considerations (High-Level):**
  + NutrientItemSO.cs: Defines properties of each nutrient product (e.g., NPK contribution per unit, effect on EC/pH).
  + NutrientSolution.cs: A class to represent a mixed solution, holding its composition and calculated EC/pH.
  + NutrientMixingUI.cs: Backend C# logic for the UI, calculating final solution properties based on selected ingredients and amounts.
  + HandheldMeter.cs: Logic for "sampling" a target (nutrient solution, runoff) and displaying a reading.
  + PlantInstance.cs: Will have logic to "consume" nutrients from its medium and react to imbalances (affecting health/growth). This will be simplified for MVP – e.g., a general "nutrient level" that needs to be within a range, rather than tracking individual N, P, K levels within the plant.
* **AI Tooling Notes:**
  + Cursor AI: Assist with NutrientItemSO structure, calculation logic in NutrientMixingUI.cs, and basic state management for handheld meters.

This system, like manual environmental control, aims to instill a foundational understanding through direct interaction, making future automated dosing systems feel like significant, earned upgrades. The pedagogical purpose (Doc1, Sec II.D) is key.

**4.3.5. Elementary Plant Health & Pest/Disease Management**

* **Purpose/Goal:** To introduce basic challenges to plant cultivation in the form of common pests and diseases, requiring players to engage in manual detection and treatment. This adds a layer of risk and reactive gameplay to the cultivation loop.
* **MVP Scope & Limitations:**
  + **Included:**
    - **Visual Plant Health Assessment:** Player primarily relies on visual cues on plant models to assess health (leaf color, turgidity, spots, wilting, presence of visible (though perhaps generic) pests).
    - **Few Common Pests/Diseases:** Model 1-2 common, easily distinguishable pests (e.g., "Spider Mites" represented by fine webbing and leaf stippling, "Fungus Gnats" as small flying insects) and 1-2 common diseases (e.g., "Powdery Mildew" as white powdery spots on leaves, "Root Rot" causing wilting and browning if overwatering is severe).
    - **Basic Scouting Tools:**
      * **Magnifying Loupe:** An inventory item the player can "use" on a plant to get a slightly zoomed-in view or a UI pop-up with a closer inspection image, helping to spot tiny pests or early disease signs.
      * **Sticky Traps (Yellow/Blue):** Placeable items that passively "catch" generic flying insects over time. Their visual state changes (e.g., more dots appear) to indicate pest pressure.
      * **Handheld/Benchtop Microscope (Simplified):** Unlocked via the Science skill tree (Doc1, Sec II.E). Using it on a plant sample (abstracted action) might provide a clearer text confirmation or simple image of a specific pest/disease if present, aiding diagnosis.
    - **Manual Organic Treatments:** Players can apply 1-2 basic, simulated organic treatments (e.g., "Neem Oil Spray," "Organic Fungicide Spray") using a hand sprayer tool. These are consumable items. Application is manual (player selects tool, targets plant, clicks).
    - **In-Game "Plant Problems Guide":** A UI asset (like a tab in the Grower's Journal or a separate help screen) that provides:
      * Simple descriptions and visual examples (static images) of the MVP pests/diseases.
      * Lists of common symptoms.
      * Suggested MVP treatments.
      * This guide helps players diagnose issues and learn solutions (Doc1, Sec II.E).
    - **Basic Impact:** Pests/diseases cause a gradual decline in plant health (a numerical stat) and negative visual changes if untreated. Severe, untreated issues might lead to plant death.
  + **Explicitly Excluded for MVP:** Complex Integrated Pest Management (IPM) strategies, beneficial insects, systemic pesticides/fungicides, detailed simulation of pest/disease lifecycles, environmental factors heavily influencing outbreak probability (beyond very basic links, e.g., high humidity slightly increases powdery mildew chance), quarantine procedures, advanced diagnostic lab tests.
* **Key Mechanics & Player Experience:**
  + Player regularly inspects their plants visually.
  + If they notice abnormalities, they might use the magnifying loupe or check sticky traps.
  + They consult the "Plant Problems Guide" to try and match symptoms with a listed pest/disease.
  + Once an issue is (hopefully) identified, the player acquires and manually applies the appropriate organic treatment.
  + Player observes if the treatment improves plant health and reduces visual symptoms over time.
  + The experience is about developing observational skills, basic diagnostic abilities (with help from the guide), and taking direct action to solve problems. Successfully saving a plant provides a sense of accomplishment.
* **Interdependencies:**
  + **Foundational Cultivation Mechanics (4.3.1):** Plant health is a core aspect of cultivation. Pests/diseases affect plants.
  + **Core UI/UX (4.3.10):** UI for the Plant Problems Guide, inventory display for scouting tools and treatments, visual feedback on plant models.
  + **Initial Player Progression (4.3.9):** The microscope might be an early Science skill tree unlock.
* **Success Criteria/Validation:**
  + Players can identify the MVP pests/diseases using visual cues and the in-game guide.
  + Players successfully use manual treatments to mitigate or resolve these basic issues.
  + The system introduces a manageable level of challenge and risk without being overly punitive for new players.
  + Players find the diagnostic and treatment loop engaging and empowering.
* **C# Implementation Considerations (High-Level):**
  + PlantHealth.cs (component on PlantInstance): Manages health stat, current afflictions (list of active pest/disease instances).
  + PestSO.cs / DiseaseSO.cs: ScriptableObjects defining each pest/disease (name, symptoms description, visual effect cues, effectiveness of treatments).
  + AfflictionInstance.cs: Runtime class representing an active pest/disease on a plant, managing its severity and response to treatment.
  + TreatmentItemSO.cs: Defines properties of treatment sprays.
  + ScoutingTool.cs: Logic for loupe/microscope interaction.
  + A simple probability system for random pest/disease outbreaks, perhaps influenced by a generic "cleanliness" or "stress" factor of the grow room.
* **AI Tooling Notes:**
  + Cursor AI: Boilerplate for PestSO/DiseaseSO/TreatmentItemSO structures, basic logic for PlantHealth.cs to apply affliction effects.
  + AI Image Generation (Leonardo.Ai, etc.): Could be used to generate the static images of pests/diseases and symptoms for the "Plant Problems Guide."

This elementary system introduces players to the challenges of plant health care, reinforcing the need for observation and proactive management, and setting the stage for more complex IPM systems in future expansions.

**4.3.6. Core Time Mechanics (Active Scales, Offline Pause, Transition Inertia)**

* **Purpose/Goal:** To provide players with flexible control over the passage of in-game time, allowing them to manage the pace of cultivation and experimentation, while also supporting persistent progression when offline. This system is fundamental to making a long-cycle simulation game manageable and respectful of player time. Document 1 (Sec II.F) provides a very detailed specification for this.
* **MVP Scope & Limitations:**
  + **Included:**
    - **Player-Controlled Active Time Acceleration Levels:**
      * 0.5x (slower than real-time for detailed observation or managing crises).
      * 1x (baseline: 1 in-game week = 1 real-world hour, as per Doc1, Sec II.F).
      * 2x, 4x, 8x (progressively faster speeds).
      * "Real-time" 1:1 option (where 1 in-game second = 1 real-world second) for hardcore simulation enthusiasts.
    - **Consequences of Time Acceleration:** Daily tasks become proportionally more frequent in real-world time. Resource consumption (water, nutrients, power) is accelerated relative to real-world playtime.
    - **"Transition Inertia" System (Key Design Element - Doc1, Sec II.F):**
      * When changing time scales (up or down), player confirms the change.
      * A mandatory lock-in period at the new speed begins.
      * A transition delay occurs before the new speed fully takes effect (e.g., speed ramps up/down).
      * Clear UI warnings about risks/commitments of changing speed.
      * This prevents trivial speed switching to min-max tasks or dodge consequences.
    - **Offline Progression Options (Full Player Agency - Doc1, Sec II.F):**
      * When exiting, player can select any of the active time scales (0.5x to 8x, or 1:1) for the game to progress at while offline.
      * Crucially, player can choose to **PAUSE the game entirely** while offline, preventing any progression if they wish.
    - **"Catch-Up Visualization" & "Facility Status Report" (Doc1, Sec II.F):**
      * Upon logging back in after offline progression:
        + An accelerated time-lapse visualization of facility changes plays during calculation.
        + A detailed report summarizes resource levels, crop progress, significant events (harvests, alerts) that occurred offline.
    - **Subtle Gameplay Nuance (Time Scale Dependent Variables - Doc1, Sec II.F):**
      * Slower time scales *may* offer a slightly higher maximum potential for crop quality (e.g., 1-3% variance).
      * Faster speeds *might* introduce a marginally increased base probability of minor stressors if the environment is not perfectly managed.
      * These effects must be very subtle and carefully balanced to avoid creating a dominant strategy.
  + **Explicitly Excluded for MVP:** Complex event scheduling tied to specific time scales (beyond basic timers), highly detailed simulation of every minor event during fast offline catch-up (some abstraction/summarization will occur).
* **Key Mechanics & Player Experience:**
  + Player uses a UI control to select their desired game speed.
  + If changing speed, they experience the "Transition Inertia," making the choice feel deliberate.
  + At higher speeds, plant growth, resource depletion, and the need for manual checks/adjustments occur more rapidly in real time, increasing the challenge of manual management.
  + When quitting, the player chooses how (or if) their game will progress offline.
  + Upon returning, they see a visual catch-up and get a status report, allowing them to quickly assess what happened.
  + The system aims to balance the need to see long processes unfold (plant growth) with the player's available real-world time and their desire for active management vs. offline progress.
* **Interdependencies:**
  + **All other simulation systems:** Time progression drives plant growth (Cultivation), GxE effects, environmental changes, nutrient consumption, pest/disease progression (if time-based), economic costs (daily utilities), research timers, and contract deadlines.
  + **Core UI/UX (4.3.10):** UI for time scale controls, transition inertia feedback, offline progression choices, and the catch-up report.
* **Success Criteria/Validation:**
  + Players utilize the different time scales effectively to manage their gameplay pace.
  + "Transition Inertia" feels like a fair and strategic mechanic, not an arbitrary frustration.
  + Offline progression works reliably, and the catch-up report is informative.
  + The ability to pause offline progression is well-received by players with limited/unpredictable playtime.
  + The subtle risk/reward nuances (if implemented robustly) add a layer of strategic thought to speed selection without feeling overly punitive or essential to min-max.
  + The overall system makes long-term simulation engaging and manageable.
* **C# Implementation Considerations (High-Level):**
  + TimeManager.cs (Singleton):
    - Manages Time.timeScale for active play.
    - Implements the state machine for "Transition Inertia" (ramping speed, lockout timer).
    - Stores the chosen offline progression speed and last logout timestamp.
    - Calculates elapsed offline game time upon login.
    - Orchestrates the "fast-forward" simulation loop for catch-up (this loop would call simplified update methods on key systems).
    - Generates data for the FacilityStatusReport.
  + All time-dependent game logic (plant growth, resource consumption) must be scaled by Time.deltaTime (or a custom delta time from TimeManager if more control is needed, especially for the catch-up loop).
  + The subtle risk/reward modifiers would be small factors applied in relevant calculation (e.g., finalQuality = baseQuality \* (1 + timeScaleQualityModifier)).
* **AI Tooling Notes:**
  + Cursor AI: Assist with the TimeManager logic, especially the state machine for transition inertia and the offline progression calculation.

The refined time mechanics, particularly "Transition Inertia" and full player control over offline progression (including pause), are critical for strategic depth and player quality-of-life, as emphasized in Doc1 (Sec II.F). This system is vital for long-term player retention.

**4.3.7. Initial Sandbox Environment: The Residential House**

* **Purpose/Goal:** To provide a constrained, manageable, and thematically appropriate starting environment for players to learn the core mechanics of Project Chimera without being overwhelmed by excessive space, freedom, or complexity. It serves as an extended, diegetic tutorial area.
* **MVP Scope & Limitations:**
  + **Included:**
    - **Predefined Layout:** A relatively small, single-story residential house with a fixed internal layout (e.g., a few bedrooms, closets, bathroom, living area, kitchen). This layout is identical for all players to ensure a consistent early-game experience and allow for targeted tutorialization (Doc1, Sec VI.A).
    - **Limited Starting Space:** Players begin with access to only a very small portion of the house for cultivation (e.g., a single closet within a bedroom).
    - **Unlockable Rooms:** Additional rooms or sections of the house become available for cultivation as players progress through early objectives or the initial Skill Tree (Doc1, Sec I.B). This provides a tangible sense of expansion and progression within the MVP.
    - **Visual Theme:** Standard residential architectural components (drywall, wood floors, windows, doors) rendered with a clean, well-maintained appearance, aligning with the "aspirational professional" start, even if humble. Subtle environmental storytelling cues (minor wear, non-interactive "relics") might hint at previous use (Doc1, Sec VI.A).
    - **Basic Utility Access (Abstracted):**
      * **Power:** Assumed to be available from standard wall outlets. Equipment requiring power will need to be placed near these (visual representation, no complex wiring simulation in the House for MVP).
      * **Water:** Assumed to be available from a tap (e.g., bathroom or kitchen sink) for manually filling watering cans/reservoirs. No complex plumbing routing in the House for MVP.
    - **Navigation:**
      * Top-down or isometric "blueprint" layout view for navigating between rooms and seeing the overall house structure (Doc1, Sec VI.A).
      * First-person or close third-person interior view when inside a selected, unlocked room for placing equipment and interacting with plants.
    - **"Endless White Abyss" Exterior:** The house is situated in an abstract "endless white abyss" with basic ground/sky visuals and a day/night cycle for ambiance. The external environment has no mechanical impact on gameplay in the MVP (Doc1, Sec VI.A).
  + **Explicitly Excluded for MVP:** Player ability to modify the external structure of the house or its core internal walls (only unlocking existing rooms). Complex, hidden utility routing (X-Ray view is not available for the House - Doc1, Sec VI.A). Outdoor growing areas. Multiple building types beyond the House. The Warehouse map is conceptually unlocked as a *future goal* but is not detailed or fully playable for large-scale operations in MVP (Doc1, Sec I.B, VI.A) – only its basic shell might be accessible to signify progression.
* **Key Mechanics & Player Experience:**
  + Player starts in a very confined space, forcing them to learn efficient layout and management of a few plants.
  + Unlocking new rooms feels like a significant upgrade, providing more space for experimentation and increased production.
  + The familiar residential setting provides a relatable context for the initial foray into high-tech cultivation.
  + Limitations of the House (space, simple utilities) naturally motivate the player to progress towards unlocking the much larger and more customizable Warehouse.
  + Player navigates between a strategic layout view and an operational interior view.
* **Interdependencies:**
  + **All core MVP gameplay systems** (Cultivation, Genetics, Environmental Control, etc.) take place within the confines of the Residential House.
  + **Initial Player Progression (4.3.9):** Unlocking new rooms is tied to skill tree progression or objective completion.
  + **Core UI/UX (4.3.10):** UI for navigating the house layout, interacting with rooms, and managing the interior view.
* **Success Criteria/Validation:**
  + The Residential House effectively serves as a tutorial environment, guiding players through initial mechanics.
  + The room unlocking system provides a satisfying sense of early-game progression and expansion.
  + Players understand the spatial constraints and are motivated to optimize their use of limited space.
  + The environment is visually appealing and performs well.
  + The transition to the (mostly conceptual for MVP) Warehouse feels like a significant and desirable milestone.
* **C# Implementation Considerations (High-Level):**
  + SceneSetup\_ResidentialHouse.cs: Manages the loading of the House scene, initial player spawn point, and state of locked/unlocked rooms.
  + RoomController.cs (for each room): Might manage its own EnvironmentController, list of contained plants/equipment, and unlock status.
  + PlayerNavigationController.cs: Handles switching between blueprint view (orthographic camera, UI overlay) and interior room view (perspective camera).
  + Collision geometry for walls, floors, and furniture.
  + Interaction points for unlocking doors or accessing new areas.
* **AI Tooling Notes:**
  + AI for 3D Assets (Rodin, etc.): Could assist in generating base meshes for standard residential architectural elements (doors, windows, basic furniture) if not using pre-made assets, all subject to human optimization.
  + AI for Textures: Generating textures for walls, floors, and props within the house.

The Residential House is the player's crucial first step into the world of Project Chimera, designed to teach, constrain, and ultimately motivate further progression. Its careful design and implementation are vital for player onboarding and retention.

**4.3.8. NPC-Driven Contract Economy (Introduction)**

* **Purpose/Goal:** To provide the primary economic loop for the MVP, giving players a clear way to generate income, guiding their early cultivation efforts, and introducing basic financial management. It also serves as an organic way to present objectives.
* **MVP Scope & Limitations:**
  + **Included:**
    - **NPC Contracts:** Players receive cultivation contracts from a few abstract NPC entities or a generic "Market Demand" system.
    - **Contract Parameters:** Contracts specify:
      * Required Strain: One of the 5 foundational strains.
      * Quantity: A certain weight of dried, cured product (e.g., 50 grams).
      * Quality (Simplified): For MVP, quality might be a simple tier (e.g., "Basic," "Good") based on achieving good plant health and avoiding major stressors, rather than detailed cannabinoid/terpene profiles. Successfully meeting a "Good" quality target might offer a small bonus.
      * Deadline (Optional for MVP, or generous): A time limit to fulfill the contract.
      * Reward: In-game currency upon successful completion.
      * Penalty (Simplified): A small currency deduction or reputation hit (if reputation is rudimentarily tracked for MVP) for failed or cancelled contracts.
    - **Contract Board UI:** A UI panel where players can view available contracts, accept them, track their progress, and submit fulfilled orders.
    - **Direct Sales (Limited):** A very simple option to sell any surplus product directly to a generic NPC buyer at a base price, likely lower than contract rewards, to ensure players can always offload product even if no suitable contracts are available.
    - **Basic Operational Costs:**
      * Consumables: Cost of seeds/clones (if not all initially free), growing media, nutrients, pest/disease treatments. These are deducted when items are purchased/used.
      * Utilities (Abstracted): A very simple, fixed daily or weekly "utility bill" for power/water, increasing slightly as more rooms/equipment are active. No complex per-equipment consumption tracking for MVP.
    - **Financial Tracking UI:** A basic UI display of current player currency, recent income, and recent expenses. No complex financial statements or ledgers.
    - **Role as Guidance (Doc1, Sec VII.B):** Early contracts can be designed to encourage players to grow each of the 5 foundational strains, or to achieve certain basic quality levels, subtly guiding their learning.
  + **Explicitly Excluded for MVP:** Player-driven marketplace, dynamic supply/demand affecting prices significantly, stock market mechanics, loans, complex NPC relationship systems influencing contract availability/pricing, detailed financial analysis tools, staff management, branding/marketing mechanics.
* **Key Mechanics & Player Experience:**
  + Player checks the Contract Board UI for available cultivation contracts.
  + Player accepts a contract that seems achievable with their current capabilities and resources.
  + Player cultivates the required strain, aiming to meet the quantity and simplified quality targets.
  + Upon successful harvest and post-harvest processing, the player "submits" the product via the UI to fulfill the contract.
  + Player receives currency, which can then be used to purchase more consumables, unlock skills, or save towards bigger goals (like the Warehouse).
  + Player manages their basic budget, ensuring income from contracts exceeds operational costs.
  + The experience is about setting production goals based on external demand and managing resources to achieve profitability.
* **Interdependencies:**
  + **Foundational Cultivation Mechanics (4.3.1):** Produces the goods to fulfill contracts.
  + **Foundational Genetics & Breeding (4.3.2):** Determines the strains available to grow.
  + **Core UI/UX (4.3.10):** Essential for the Contract Board, financial display, and shop interface for purchasing consumables.
  + **Initial Player Progression (4.3.9):** Currency earned is used to unlock skills. Better equipment (unlocked via skills) might make fulfilling contracts easier or enable higher quality.
* **Success Criteria/Validation:**
  + Players actively engage with the contract system as their primary means of income.
  + Contracts provide clear, achievable goals that guide early gameplay.
  + The economic loop (spend on consumables -> grow -> sell via contract -> earn profit) is functional and understandable.
  + Players feel a sense of progression as they earn more currency and can afford more/better things.
  + The system is balanced enough that players can generally be profitable if they manage their grows reasonably well, but not so easy that there's no challenge.
* **C# Implementation Considerations (High-Level):**
  + ContractSO.cs / ContractInstance.cs: Defines contract parameters (strain, quantity, quality, reward) and tracks runtime progress.
  + ContractManager.cs: Generates available contracts (e.g., from a list of ContractTemplateSOs), manages active contracts, and handles completion/failure logic.
  + EconomyManager.cs: Tracks player currency, processes transactions (rewards, costs), and manages the simple utility bill.
  + ShopManager.cs (or part of EconomyManager): Handles player purchases of consumable items.
  + UI scripts for the Contract Board, shop, and financial display.
* **AI Tooling Notes:**
  + Cursor AI: Assist with ContractSO structure, boilerplate for ContractManager and EconomyManager.

This NPC-driven contract economy provides the essential economic motivation and structure for the MVP, ensuring players have clear objectives and a tangible reward system for their cultivation efforts.

**4.3.9. Initial Player Progression (Simplified Skill Tree)**

* **Purpose/Goal:** To provide players with a structured sense of advancement, allowing them to unlock new abilities, equipment, or game mechanics gradually. This system guides the learning curve and offers tangible rewards for engagement and success. Document 1 (Sec VII.A) details a thematic "Tree" visualization.
* **MVP Scope & Limitations:**
  + **Included:**
    - **Simplified Skill Tree:** A visually presented tree (thematic cannabis plant "The Tree" - Doc1, Sec VII.A) with a limited number of nodes for the MVP.
    - **Core Categories ("Leaves"):** Focus on a few key categories relevant to MVP gameplay:
      * **Cultivation:** Unlocking basic techniques or understanding (e.g., "Basic Potting," "Understanding Light Cycles").
      * **Environment:** Unlocking basic equipment or concepts (e.g., "Basic Fan Usage," "Simple Light Timer Operation," "Introduction to Temperature Management").
      * **Science/Observation:** Unlocking basic tools or analytical understanding (e.g., "Handheld pH Meter Usage," "Magnifying Loupe Operation," "Basic Symptom Recognition" for Plant Problems Guide).
      * **Genetics (Very Basic):** Unlocking the ability to perform F1 crosses, access to the Trait Library.
      * **Business (Rudimentary):** Perhaps unlocking access to slightly better contract tiers or a small operational cost reduction.
    - **Node Unlocks:** Unlocking a node primarily introduces the *concept* and enables the *use* of an associated game mechanic, tool, or piece of equipment. True mastery or efficiency comes from using it or acquiring better versions (Doc1, Sec VII.A).
      * Example: Unlocking "Handheld pH Meter Usage" makes the pH meter available for purchase/use; the player still needs to learn to interpret the readings. Unlocking "Simple Light Timer Operation" allows them to buy and use light timers.
    - **Skill Point Acquisition:** Skill points are earned primarily by:
      * Completing NPC contracts.
      * Successfully harvesting crops (potentially a small bonus for achieving "Good" quality).
    - **Prerequisites:** Some nodes may have simple prerequisites (e.g., must unlock "Basic Potting" before "Understanding Transplanting" if that were an MVP skill).
    - **Skill Tree UI:** A dedicated UI screen to visualize the tree, show node descriptions, costs, prerequisites, and allow players to spend skill points to unlock nodes.
  + **Explicitly Excluded for MVP:** Extensive, sprawling skill trees with dozens/hundreds of nodes. Complex interdependencies across many branches. Deep specialization paths. A separate, complex "Research System" (though foundational elements like "Research Points" as a currency might be introduced conceptually if not mechanically - Doc1, Sec VII.A). Skills that provide direct, passive stat bonuses (e.g., "+5% yield") are less preferred than skills that unlock new active abilities or understanding.
* **Key Mechanics & Player Experience:**
  + Player earns skill points by completing contracts and harvesting.
  + Player accesses the Skill Tree UI to see available skills and their costs/prerequisites.
  + Player spends skill points to unlock desired nodes.
  + Unlocking a node might make new equipment available in a shop, enable a new player action, grant access to a new UI panel (like the Trait Library), or provide a piece of knowledge (via ADA or a guide update).
  + Player feels a sense of tangible progression as they unlock new tools and capabilities, allowing them to improve their cultivation efforts or engage with new systems (like basic breeding).
  + The Skill Tree guides the player's learning path, introducing new mechanics at a manageable pace.
* **Interdependencies:**
  + **NPC Contract Economy (4.3.8):** Primary source of skill points.
  + **All other core systems:** Skills unlock equipment or abilities used in Cultivation, Environmental Control, Genetics, etc. For example, unlocking a skill might make a "Small Electric Heater" available for purchase and use in the Environmental Control system.
  + **Core UI/UX (4.3.10):** Essential for the Skill Tree interface.
* **Success Criteria/Validation:**
  + Players actively engage with the Skill Tree and feel that unlocking nodes provides meaningful benefits.
  + The progression curve feels balanced – skills are neither too cheap/easy nor too expensive/grindy to obtain in the MVP context.
  + The Skill Tree effectively gates the introduction of new mechanics, preventing players from being overwhelmed too early.
  + Players understand what each skill unlocks and how to utilize the new capability.
* **C# Implementation Considerations (High-Level):**
  + SkillNodeSO.cs: ScriptableObject defining each skill (ID, name, description, icon, skill point cost, prerequisite node IDs, list of unlocks e.g., equipment SO to enable in shop, feature flag to set).
  + SkillTreeManager.cs: Manages the player's unlocked skills (e.g., a HashSet<SkillNodeSO>), handles spending skill points, and checks prerequisites. Raises events when skills are unlocked so other systems can react (e.g., ShopManager enabling new items).
  + PlayerProgression.cs: Tracks player's total skill points.
  + UI scripts to dynamically generate and manage the Skill Tree display based on SkillNodeSO data and player progression.
* **AI Tooling Notes:**
  + Cursor AI: Assist with SkillNodeSO structure, boilerplate for SkillTreeManager and PlayerProgression.

The MVP's simplified Skill Tree is crucial for providing structure to the early game, guiding player learning, and offering a satisfying sense of advancement as they master the initial manual mechanics.

**4.3.10. Core UI/UX Elements for Data & Interaction**

* **Purpose/Goal:** To provide the player with the essential user interface (UI) and user experience (UX) elements necessary to interact with all MVP game systems, understand critical simulation data, and receive timely feedback. The UI/UX is a critical gameplay asset, not just a presentation layer.
* **MVP Scope & Limitations:**
  + **Included (as per Doc1, Sec V.A and cross-referenced with other system needs):**
    - **Main Game HUD (Heads-Up Display):**
      * Current in-game time/date.
      * Player currency display.
      * Skill point display.
      * Time scale controls (buttons for 0.5x, 1x, 2x, 4x, 8x, Pause, Real-Time).
      * Alert/Notification area (for critical messages).
    - **Environmental Data Display (Simplified for MVP):**
      * Interaction with standalone sensors (thermometer/hygrometer) will pop up a small UI panel showing its current reading for its specific location. No central, multi-sensor dashboard in MVP.
      * Basic historical trend graphs (Doc1, Sec V.B): A simple screen accessible perhaps via a "Facility Log" where players can see a line graph of the last 24-48 in-game hours of temperature/humidity for a *selected room* (if a room has an average value tracked by an EnvironmentController). This is very basic.
    - **Plant Interaction & Status:**
      * Contextual menu on plant selection (e.g., "Water," "Apply Nutrients," "Inspect," "Harvest").
      * Plant Detail View UI (Simplified): When a plant is inspected, a panel shows:
        + Unique ID (if needed for player tracking).
        + Strain Name.
        + Current Growth Stage.
        + Visual health indicator (e.g., health bar, color-coded status icon).
        + Basic needs status (e.g., "Water: OK," "Nutrients: Low" - very qualitative).
    - **Nutrient Management Interface (Doc1, Sec V.A; 4.3.4):**
      * UI for selecting nutrient ingredients, specifying amounts, mixing in a virtual tank.
      * Display of calculated EC/PPM and pH of the mixed solution.
      * Interface for using handheld EC/pH meters on solution/runoff (shows numerical readout).
    - **Basic Genetic Data Display & Breeding UI (Doc1, Sec V.A; 4.3.2):**
      * Genetics Lab UI: Select male/female parents, view their key MVP visual traits, initiate F1 seed creation.
      * Seed Bank UI: List of stored seeds, showing F1 lineage and (perhaps predicted) simple visual traits.
      * Trait Library UI: Simple list of discovered visual MVP traits.
    - **Inventory UI:** Basic grid or list display of player's items (seeds, consumables, harvested products, tools).
    - **Shop UI (Simplified):** Interface for purchasing basic consumables (seeds for foundational strains if not all free initially, media, nutrients, treatments) from an NPC vendor.
    - **Contract Board UI (4.3.8):** View available contracts, accept, track, submit.
    - **Skill Tree UI (4.3.9):** Visualize tree, view node details, spend points.
    - **"Grower's Journal" / Manual Log UI (Doc1, Sec II.A; Doc1, Sec V.C):** Simple text input area, ability to save entries, perhaps basic tagging or association with plant/date.
    - **"Plant Problems Guide" UI (4.3.5):** Static display of pest/disease info and images.
    - **Alerts & Notifications System (Doc1, Sec V.C):**
      * Non-modal pop-ups or messages in a dedicated HUD area for critical issues (e.g., "Plant A health critical!", "Nutrient Reservoir Empty!"). Tiered by severity (Informational, Warning, Critical) using color/icons.
    - **Game Menus:** Main Menu (New Game, Load Game, Options, Quit), Pause Menu (Resume, Options, Save, Quit to Main Menu), Options (basic graphics, audio, controls).
    - **Tooltips:** On-hover explanations for many UI elements, data labels, and technical terms.
    - **Aesthetic:** Adherence to "Modern, High-Tech, Clinical/Scientific" dark mode theme, Material Design influences, abstract line art icons, clear typography (Poppins initial) (Doc1, Sec III.B; Doc1, Sec V.A).
  + **Explicitly Excluded for MVP:** Highly complex, customizable dashboards with dozens of data streams. Advanced graphing features (multi-axis, scatter plots, statistical analysis). Detailed financial reports beyond basic income/expense. Heatmaps or advanced spatial data overlays. Full in-game encyclopedia (beyond the basic Plant Problems Guide). Intricate UI animations or transitions (focus on clarity and responsiveness).
* **Key Mechanics & Player Experience:**
  + Player uses the UI to perform all game actions, monitor key information, and make decisions.
  + The UI should feel intuitive and responsive, not cluttered or confusing.
  + Data presentation, even if basic, must be clear enough for players to understand the state of their plants and environment.
  + Tooltips and guides help players learn game mechanics and terminology.
  + The overall UX aims for a smooth flow between observing, planning, and acting.
* **Interdependencies:**
  + **All other MVP systems:** The UI is the primary interface to every game mechanic.
  + **Technical Architecture (Part 2):** UI Toolkit is the recommended framework. Event-driven architecture for updating UI based on game state changes.
  + **AI for 2D Assets (Part 3):** Generating icons, UI element textures.
* **Success Criteria/Validation:**
  + Players can easily navigate and use all essential UI elements to perform core game actions.
  + Information presented in the UI is clear, understandable, and helps players make informed decisions.
  + The UI does not feel like a barrier to gameplay; it facilitates it.
  + Players can find the information they need without excessive searching.
  + The aesthetic is consistently applied and well-received.
  + Minimal player frustration reported regarding UI usability in feedback.
* **C# Implementation Considerations (High-Level):**
  + **Unity UI Toolkit:** Use UXML for structure, USS for styling, and C# for backend logic and data binding.
  + **Model-View-ViewModel (MVVM) or Model-View-Controller (MVC) patterns:** To separate UI logic from core game logic. ViewModels or Controllers fetch data from game managers and prepare it for display.
  + **Event Subscriptions:** UI elements subscribe to game events (e.g., OnCurrencyChangedEvent, OnPlantHealthUpdatedEvent) to update their displays automatically.
  + UIManager.cs: A central manager for handling UI panel visibility, navigation between screens, and global UI state.
  + Individual C# controller scripts for each significant UI panel or complex UI element.
* **AI Tooling Notes:**
  + Cursor AI: Assist with C# backend logic for UI panels, event handlers, data binding code.
  + Unity AI Assistant: Quick snippets for common UI Toolkit setups or event handling.
  + AI for 2D Assets: Generating icons, textures for UI elements, mockups (Uizard, UX Pilot mentioned in Doc1, Sec III.C).

The MVP UI/UX, while not featuring the full suite of advanced data visualization tools planned for later, must be robust, clear, and functional enough to make the core simulation understandable and playable. It lays the groundwork for all future UI development.

### 4.4. MVP Asset Prioritization & Visual Quality Mandate

The creation of game assets (3D models, textures, UI elements, etc.) is a significant portion of development effort. For the MVP, a rigorous prioritization process is essential to focus resources on what is absolutely necessary for the core gameplay experience, coupled with an unwavering commitment to high visual quality for those selected assets.

**4.4.1. Master MVP Asset List (Table)**

* **Purpose/Goal:** To provide a definitive, itemized checklist of every asset required for the MVP. This list guides the asset creation pipeline, whether manual, AI-assisted, or a hybrid. Document 1 (Table 2, Sec III.A) provides an excellent starting point for this, which needs to be meticulously reviewed, confirmed, and potentially expanded based on the detailed MVP system definitions in Section 4.3.
* **Content & Structure:** The Master MVP Asset List table should include columns for:
  1. **Asset Category:** (e.g., Structural, Cultivation Tools, Nutrient & Irrigation, Environmental Control, Pots & Containers, Harvesting & Processing, Facility Furniture, Plant Assets, Data Collection & Lab (Visuals), UI Elements, Map Specific).
  2. **Specific Asset Name:** (e.g., "Drywall Section," "Bypass Pruners," "Small Plastic Reservoir," "Basic LED Panel (Small)," "Handheld pH Meter (Visual)," "Environmental Data Dashboard Overlay").
  3. **MVP Status:** Confirmed as essential for MVP (should be "Yes" for all items in this specific list).
  4. **Core Visual Requirements (Illustrative but Detailed):**
     + Description of materials (e.g., "Clean, metallic, sharp appearance for pruners," "Opaque or semi-translucent plastic for reservoir").
     + Key visual features (e.g., "Emissive light surfaces for LED panel," "Clear digital display for thermometer").
     + Adherence to the "Modern, High-Tech, Clinical/Scientific" aesthetic.
     + Notes on PBR material needs (e.g., "Requires distinct albedo, normal, metallic, roughness maps").
  5. **Core Functional Requirements (Illustrative):**
     + How the asset is used in gameplay (e.g., "Enables manual plant training" for pruners, "Stores mixed nutrient solution" for reservoir).
     + Any interactive parts (e.g., "Toggle switch for fan," "Readable display for meter").
     + Collision properties, attachment points.
  6. **Key GxE Link (If Applicable):** How the asset relates to or influences the Genotype x Environment simulation (e.g., "Insulation impacts heat retention" for wall panels, "Key driver of photosynthesis" for grow lights).
  7. **Estimated Complexity/Priority (for creation):** (e.g., Low, Medium, High) to help schedule asset production.
  8. **AI Assist Potential:** (e.g., "Rodin for base mesh + PBR," "Leonardo for icon," "Stable Diffusion for surface texture").
  9. **Human Optimization Notes:** Specific areas expected to need significant human refinement if AI-assisted (e.g., "Retopology critical," "UVs will need complete rework").
* **Key MVP Asset Categories & Examples (Synthesized from Doc1, Table 2 and MVP system needs):**
  + **Structural & Architectural (Residential House):** Walls (drywall, basic insulation concept), floors (concrete, wood), standard interior doors, windows.
  + **Cultivation & Plant Care Tools:** Bypass pruners, micro-tip snips (if basic pruning is in), hand spray bottle, pump sprayer, sticky traps, magnifying loupe, basic microscope (visual model).
  + **Nutrient & Irrigation (Manual MVP):** Watering can, basic hose, small plastic reservoirs/tanks, nutrient mixing vat (bucket), bags of basic soil/coco coir (visual inventory items), labeled nutrient bottles (A/B, CalMag - visual inventory items).
  + **Environmental Control (Basic MVP):** Basic window AC unit / small electric heater (if temp control is in House MVP beyond just fans), small clip fan, standing oscillating fan, basic small LED panel, T5 fluorescent fixture (visual variety), simple mechanical/digital light timer (visual model and UI), basic digital thermometer/hygrometer (placeable world object).
  + **Pots & Containers:** Small, medium, large plastic nursery pots, seedling trays/flats.
  + **Harvesting & Processing (Basic MVP):** Trim scissors (micro-tip), small hanging net drying rack, glass curing jars (with lids).
  + **Facility Furniture (Minimal for MVP House):** Small basic workbench, basic wire shelving unit.
  + **Plant Assets (CRITICAL):**
    - **Foundational Strains (5 Base Models):** High-quality, detailed 3D meshes and PBR textures for each of the 5 foundational strains, representing distinct visual archetypes. Each strain needs models/textures for key growth stages (Seedling, Vegetative, Flowering, Harvested/Dried). These are the *base* assets for the procedural generation system.
    - **Procedural Generation System (Code Asset):** The C# system that dynamically assembles and varies plant visuals based on GxE and genetics (using the base models as a library).
    - **Dynamic Shader/Material Effects (Code/Shader Asset):** Shaders that allow real-time visual changes on plants (color shifts for health/stress, turgidity changes, subtle nutrient deficiency cues).
  + **Data Collection & Lab (Visuals for Manual MVP):**
    - Handheld Meters (EC/PPM, pH, Temp Probe - visual models of the tools themselves).
    - Data Logging Interface (Laptop/Tablet - visual prop in the world representing where the player accesses UI like the Grower's Journal or environmental graphs, if not purely an overlay).
  + **UI & Data Visualization Elements (Specifics in 4.3.10, but visual assets needed):**
    - Icons for all interactable items, skills, statuses.
    - Backgrounds and borders for UI panels, dashboards.
    - Visual elements for graphs and charts.
    - Animated status indicators (e.g., a simple spinning icon for "processing").
  + **Decorative & "Cozy" (VERY Limited for MVP - Doc1, Sec I.B):** Perhaps 1-2 basic posters or a small non-cannabis plant to allow minimal player expression without impacting core mechanics or adding significant asset load.
* **Process for Populating & Maintaining:**
  + This list must be meticulously compiled by reviewing every feature in Section 4.3 and identifying all necessary visual and functional assets.
  + It should be treated as a living document during MVP development, updated if absolutely necessary (though scope creep is to be heavily resisted).
  + Track the status of each asset (e.g., Not Started, AI Gen In Progress, Human Opt. In Progress, Completed, Integrated).

**4.4.2. Commitment to High Visual Fidelity for MVP Assets**

* **Purpose/Goal:** To establish Project Chimera's intended aesthetic quality and professionalism from the very first playable version, reinforcing the "Modern, High-Tech, Clinical/Scientific, Aspirational/Professional" art style (Doc1, Sec III.B). This is crucial for player immersion and differentiating the game.
* **Mandate:** As stated in Doc1 (Sec I.B, III.A), while the *number* of assets in the MVP is strictly limited, their *visual quality* must be high. There should be no "placeholder quality" assets in the final MVP build for items that are part of the core experience.
* **Scope of High Fidelity:**
  + **Plant Models:** The 5 foundational strains must look realistic and detailed for their growth stages. Trichome visibility (even if simplified for MVP), leaf textures, and overall structure should be convincing.
  + **Key Equipment:** Essential cultivation equipment (lights, fans, meters, core containers) should have detailed models and PBR textures that reflect the high-tech aesthetic.
  + **Residential House Environment:** Interior spaces should be rendered with clean textures, good lighting, and attention to detail, creating a believable and professional starting environment.
  + **UI Elements:** Icons, dashboards, and fonts must be crisp, modern, and aesthetically pleasing, aligning with the overall style.
* **Achieving High Fidelity with Limited Resources (AI Assist + Human Skill):**
  + **Strategic AI Use:** Leverage AI tools (Rodin, Stable Diffusion, Leonardo.Ai, etc.) for initial base mesh generation, PBR texture synthesis, and icon creation, as detailed in Part 3. This accelerates the initial creation phase.
  + **MANDATORY Human Optimization & Artistry:** This is the critical step. Raw AI outputs are not sufficient. Skilled human artists must:
    - Perform technical optimization (retopology, UVs, LODs) on all 3D models.
    - Refine and polish AI-generated textures, ensuring PBR correctness and artistic coherence.
    - Ensure all assets strictly adhere to the established art style guide.
    - Manually create or heavily guide assets where AI falls short or where unique artistic input is paramount.
  + **Focus on "Hero" Assets:** Prioritize the visual quality of assets players will interact with most frequently or that are central to the visual identity (e.g., the plants themselves, key pieces of equipment, core UI dashboards).
  + **Smart Asset Design:** Design assets modularly where possible to allow for reuse and variation without creating entirely new unique assets for every minor difference.
  + **Lighting & Post-Processing:** Effective lighting within the Unity scene and well-chosen post-processing effects (e.g., bloom, ambient occlusion, color grading in URP) can significantly enhance the perceived visual quality of even well-made assets.
* **Rationale for Early Quality Focus:**
  + **First Impressions:** The MVP will be the first time many see the game in action. High visual quality creates a strong positive first impression.
  + **Sets the Standard:** Establishes the quality bar for all subsequent asset development, ensuring consistency as the game expands.
  + **Reinforces Theme:** The "high-tech, clinical/scientific" theme is better conveyed through clean, detailed, professional-looking assets.
  + **Reduces "Tech Debt":** Avoiding placeholder assets in the MVP means less rework later to bring them up to final quality.
* **Risk Management:**
  + The commitment to high visual quality for MVP assets, even with AI assistance, requires significant human artist time for optimization and refinement. This must be factored into the MVP development schedule and resource allocation.
  + Over-scoping the *number* of unique high-fidelity assets for MVP is a risk. The Master MVP Asset List must be kept lean and focused on absolute essentials.

By strictly prioritizing a limited set of essential assets but ensuring each of those assets meets a high standard of visual fidelity (through a hybrid AI-assist and human skill pipeline), Project Chimera's MVP can deliver a polished and immersive experience that effectively communicates its core aesthetic and professional aspirations from day one.

### 4.5. Explicit MVP Exclusions: Deferred Features for Future Phases

To maintain a focused and achievable scope for the Minimum Viable Product, and to adhere to the "depth over breadth" philosophy, a significant number of features envisioned for the full Project Chimera experience will be **explicitly excluded** from the MVP. Deferring these features allows the development team to concentrate resources on perfecting the core gameplay loops and systems. This list is synthesized from Doc1 (Sec I.B) and cross-referenced with the advanced features detailed in other documents.

**I. Advanced Economic & Marketplace Systems:**

* **Player-Driven Marketplace:** No player-to-player (even simulated asynchronous) trading of genetics, equipment, or other goods. The MVP economy is solely NPC-contract driven (Doc1, Sec I.B; Doc1, Sec VII.B).
* **Dynamic Supply/Demand Price Fluctuations:** While NPC contracts might have varying rewards, the complex simulation of market prices based on global supply and demand is deferred.
* **Stock Market / Investment Mechanics:** No financial market simulations.
* **Advanced NPC Economic Behaviors:** NPCs beyond basic contract givers/buyers with simple logic are excluded. No complex rival companies or dynamic market actors.
* **Loans & Debt Management:** Player finances are straightforward income/expense for MVP.
* **Branding, Marketing & Reputation (Complex Systems):** While a rudimentary reputation might exist for contract success/failure, complex systems for building a brand or marketing products are post-MVP.

**II. Advanced Genetic & Breeding Systems:**

* **Complex Multi-Generational Breeding Programs:** No mechanics for backcrossing (BX), creating Inbred Lines (IBLs), selfing (S1), or advanced pheno-hunting strategies beyond observing basic F1 visual traits (Doc1, Sec I.B; Doc1, Sec VII.D).
* **Polygenic Trait Expression & Inheritance (for complex traits):** While the *data structures* for traits like yield, potency, and detailed terpene profiles exist in the 5 foundational strains, their actual expression and complex inheritance are not simulated or tracked as primary outcomes in MVP breeding.
* **Advanced Genetic Analysis Tools:**
  + **AI Research Lab:** The predictive breeding tool is a key post-MVP feature (Doc1, Sec I.B; Doc1, Sec VII.D).
  + **Genetic Marker Assisted Selection:** No tools for analyzing seedling DNA for trait markers (Doc1, Sec VII.D).
* **Mutations (Complex System):** Spontaneous or induced genetic mutations are excluded from MVP.
* **Tissue Culture & Micropropagation:** Advanced cloning techniques are post-MVP.
* **Feminization Techniques:** Creating feminized seeds is an advanced feature.
* **Detailed Genetic Mapping / Chromosome Simulation:** While genes might have conceptual loci, deep simulation of linkage, crossover, etc., is beyond MVP scope.

**III. Advanced Cultivation & Facility Systems:**

* **Sophisticated Automation Systems:**
  + Beyond basic light timers and very simple on/off thermostats/humidistats, all advanced automation is deferred (Doc1, Sec I.B; Doc1, Sec VII.C).
  + No networked sensors, central environmental control dashboards, Programmable Logic Controllers (PLCs), or complex conditional automation routines.
  + No workflow automation (robotic potting, harvesting, etc.).
* **Advanced Post-Harvest Processing:**
  + No extraction for concentrates (oils, shatter, wax) (Doc1, Sec I.B; Doc1, Sec VII.E).
  + No creation of edibles or topicals (Doc1, Sec I.B; Doc1, Sec VII.E).
* **The Warehouse Map (Full Functionality):** While the Warehouse might be conceptually unlocked as a *goal* or its empty shell made accessible to signify progression, the detailed build-out of large-scale operations, advanced construction options, and complex utility management within it are post-MVP (Doc1, Sec I.B; Doc1, Sec VI.A). MVP focus is the Residential House.
* **Advanced Construction & Utility Options:**
  + Complex, hidden utility routing (requiring X-Ray view) is primarily a Warehouse feature and thus largely post-MVP. The Residential House has abstracted/surface utilities.
  + Advanced HVAC, electrical, and plumbing systems with detailed flow/load simulation are post-MVP.
* **Hydroponics/Aeroponics/Aquaponics:** MVP focuses on basic container/soil-based cultivation.
* **CO2 Generation & Control (Detailed):** While a very simple on/off CO2 burner with an abstracted effect *might* be considered if trivial, detailed CO2 monitoring and management is post-MVP.
* **Detailed Soil Science / Living Soil Simulation:** MVP uses basic abstracted growing media.
* **Outdoor Growing & Dynamic Weather:** All MVP cultivation is indoors in the Residential House.
* **Advanced Integrated Pest Management (IPM):** Beyond basic manual treatments for a few pests/diseases, complex IPM strategies, beneficial insects, etc., are deferred.

**IV. Expanded Content & Scope:**

* **Extensive Strain Library:** MVP has only 5 foundational strains. The vast library of player-bred and game-introduced strains is a long-term feature.
* **Wide Variety of Equipment Tiers & Types:** MVP features only basic, entry-level equipment.
* **Multiple Facility Types:** Greenhouses, dedicated Research Labs, large-scale Warehouses with full functionality are post-MVP (Doc1, Sec I.B).
* **Deep Narrative & Complex NPCs:** While ADA provides guidance and basic NPC contracts exist, deep storylines, character development, and complex NPC interactions/factions are post-MVP.
* **"Cozy" Aesthetic (If Mechanically Complex):** If implementing "cozy" decorative options introduces significant mechanical complexity or asset load beyond a few simple items, it's deprioritized for MVP to streamline development (Doc1, Sec I.B). The focus is on the "Modern, High-Tech, Clinical/Scientific" core.

**V. Advanced Technical & Feature Polish:**

* **Augmented Reality (AR) Features:** Any AR features for genetic acquisition or other mechanics are explicitly excluded (Doc1, Sec I.B).
* **Multiplayer Functionality:** Project Chimera is conceived as a single-player experience for MVP and near-term expansions.
* **Full Localization:** While designed with localization in mind (externalized strings - Doc1, Sec VIII.D), full translation into multiple languages is post-MVP.
* **Advanced Modding Support:** While a long-term goal, extensive tools for community modding are beyond MVP scope.
* **Highly Optimized DOTS/ECS Implementation:** While data-oriented principles are encouraged, a full switch to DOTS/ECS for core systems is a post-MVP optimization if needed (Doc1, Sec VIII.B).

This explicit list of exclusions is as important as the list of inclusions. It provides clear boundaries for the MVP development effort, prevents scope creep, and ensures that the team remains laser-focused on delivering and validating the absolute core essence of Project Chimera. Each deferred feature represents an opportunity for exciting post-MVP expansions that will build upon a proven and engaging foundation.